|  |
| --- |
| Reference |
| <https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/keywords/query-keywords> |
| <https://docs.microsoft.com/en-us/aspnet/web-forms/videos/data-access/> |
|  |

**LINQ – Language Integration Query**

**Background**:

Earlier, queries against data are expressed as simple strings without type checking at compile time or IntelliSense support. Furthermore, you must learn different queries languages for each type of data like, SQL Database, XML documents, in memory objects etc.

LINQ provides a consistent query experience for

* Linq to objects
* Linq to sql
* Linq to xml

We can write linq queries in C# for sql server database, XML documents, ADO.NET database and any collection of objects that supports **IEnumerable** or generic **IEnumerable<T>** interface.

* LINQ queries
  + Three parts of query operations
    - Obtain the Data Source
    - Create the Query
    - Execute the Query

|  |
| --- |
| // Defining the Query expression  IEnumerable<Employee> employees = (from emp in dbContext.Employees  where  emp.JobTitle == "Design Engineer"  && emp.Gender =="F"  select emp  );  // Execute the query  foreach (var item in employees)  {  Debug.WriteLine("Data: " + item.NationalIdnumber);  } |

* GroupBy
  + GroupBy clause enable you to group your result based on the key you specify.

|  |
| --- |
| //group by  var employees1 = ( from emp in dbContext.Employees  .AsEnumerable()  group emp by emp.JobTitle into empGroup  where empGroup.Count() >2  orderby empGroup.Key  select empGroup  );  foreach (var item in employees1)  {  Debug.WriteLine("item: " + item.Key);  } |

Sql generated with above query expression

|  |
| --- |
| SELECT [e].[BusinessEntityID], [e].[BirthDate], [e].[CurrentFlag], [e].[Gender], [e].[HireDate], [e].[JobTitle], [e].[LoginID], [e].[MaritalStatus], [e].[ModifiedDate], [e].[NationalIDNumber], [e].[OrganizationLevel], [e].[rowguid], [e].[SalariedFlag], [e].[SickLeaveHours], [e].[VacationHours]  FROM [HumanResources].[Employee] AS [e] |

**Note**

* The resultant sql is not containing any GROUP BY sql clause.
* Because, using group by in LINQ, the result set take in the form of list of lists. Where each element in the list is an object has **key** member.

**Case Study# Group By**

* Write the below query without using. AsEnumerable() or .ToList()
* It is going to through runtime exception saying “**unable to translate the given groupBy by pattern call AsEnumerable before groupby to evalute it client-side**”
* Here, it means that **groupBy** operation is going to perform on Client-Side but not on server side.

|  |
| --- |
| //group by  var employees1 = ( from emp in dbContext.Employees  .AsEnumerable()  group emp by emp.JobTitle into empGroup  where empGroup.Count() >2  orderby empGroup.Key  select empGroup  );  foreach (var item in employees1)  {  Debug.WriteLine("item: " + item.Key);  } |

**Deferred Execution**

* The query variable itself will only execute the commands. The actual execution of the query is deferred until you iterate over the query variable like in above for each loop.
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**Forcing immediate execution**

* If we want to perform any aggregate functions over the range of the query, we can use aggregate function such as Count, Max, Average, First etc.
* Note, using above aggregate function query will return a single value.
* If we want to return a list of values we can use .ToList() or .ToArray() methods.

**Sorting Data**

|  |  |
| --- | --- |
| OrderBy | Sort values in asc |
| OrderByDescending | Sort values in descending order |
| ThenBy | Performs a secondary sort in ascending order |
| ThenByDescending | Performs a secondary sort in descending order |
| Reverse | Reverser the order of the elements in a collection |

**Set Operations**

Set operations in LINQ refers to query operations that produce a result set that is based on the presence or absence of equivalent elements within the same or separate collection.

|  |  |
| --- | --- |
| Distinct or DistinctBy | Removes the duplicate values from a collection |
| Except or ExceptBy | Return the set difference, which means the element of one collection that do not appear in second collection |
| Intersect or IntersectBy | Return the set intersection, which means elements that appears in each of two collections |
| Union or UnionBy | Returns the set union, which means unique elements that appears in either or two collections |

**Quantifier Operations**

* These operators return the Boolean values, indicating some or all the values satisfies the conditions.

|  |  |
| --- | --- |
| All | Determines whether **all** the elements in the sequences satisfy a condition |
| Any | Determines whether **any** of the elements in the sequences satisfy aconditions |
| Contains | Determines whether sequences **contain** the given elements |

**Projection Operators**

* Projects refers to the operations of transferring an object into new form.

|  |  |
| --- | --- |
| Select | Project values that are abased on the transform function |
| SelectMany | Project sequence of values that are based on transform function and then flattens then into one sequence |
| Zip | Produce a sequence of tuples where elements from 2-3 specified sequences  In general, when we want to use **key**,**value** pair programming, we can use this operator. |

**Select**

* Following program demonstrate to project first letter of each string

|  |
| --- |
| // Demonstrate Select clause  List<string> words = new() { "an", "apple", "a", "day" };  var query = from word in words  select word.Substring(0, 1);  foreach (string s in query)  {  Debug.WriteLine(s);  } |

**selectMany**

|  |
| --- |
| // Demonstrate Select Many clause (below query uses multiple from clauses  List<string> phrases = new() { "An Apple a Day ", "Quick Brown Fox" };  var tData = from phrase in phrases  from word in phrase.Split(' ')  select word;  foreach (var item in tData)  {  Debug.WriteLine(item);  } |

**Zip**

|  |
| --- |
| IEnumerable<int> numbers = new[] { 1, 2, 3, 4, 5, 6 };  IEnumerable<string> stringValues = new[] { "Apple", "Boy", "Cat", "Dog", "Elephant", "Fish" };  // Expected o/p: (key: value) pairs  foreach ((int key, string value) in numbers.Zip(stringValues))  {  Debug.WriteLine($"Key {key} : Value {value}");  }  **o/p**  Key 1 : Value Apple  Key 2 : Value Boy  Key 3 : Value Cat  Key 4 : Value Dog  Key 5 : Value Elephant  Key 6 : Value Fish |

**Partitioning data**

Partitioning in LINQ refers to the operation of dividing an input sequence into two sections, without rearranging the elements, and then returning one of the sections.

![](data:image/png;base64,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)

|  |  |
| --- | --- |
| Skip | Skip elements up to the specified position in the sequence |
| SkipWhile | Skip elements based on predicate function until an element does not satisfy the condition |
| Take | Takes an element up to the specified position in the sequence |
| TakeWhile | Takes elements based on predicate function until an element does not satisfy the condition |
| Chunk | Splits the elements of a sequence into chunks of a specified maximum size |

|  |
| --- |
| Debug.WriteLine("Original Sequence: "); //Expected output: 1,2,3,4,5,6,7,8,9,10  foreach (var item in Enumerable.Range(1, 10))  {  Debug.Write(item + ",");  }  Debug.WriteLine("Skip first two elements "); //Expected output: 3,4,5,6,7,8,9,10  foreach (var item in Enumerable.Range(1, 10).Skip(2))  {  Debug.Write(item + ",");  }  Debug.WriteLine("Take first two elements "); //Expected output: 1,2  foreach (var item in Enumerable.Range(1, 10).Take(2))  {  Debug.Write(item + ",");  }  Debug.WriteLine("Take second Third highest element "); // Expected output: 8  foreach (var item in Enumerable.Range(1, 10).OrderByDescending(a=>a).Skip(2).Take(1))  {  Debug.Write(item);  } |

**Note**: All the above partitioning operations are performed on client side.

**Join Operations**

* A join of two data sources is the association of objects in one data source with objects that share a common attribute in another data source

|  |  |
| --- | --- |
| Join | Joins two sequence based on key selector function and extracts pair of values |
| GroupJoin | Join two sequences based on key selector function and groups the resulting matches for each element |

**Grouping Data**

* Group refers to the operation of putting data into groups so that the element in each group share a common attribute.

|  |  |
| --- | --- |
| GroupBy | Groups elements that shares a common attribute. Each group is represented as  IGrouping<T(Key),Value> object |
| ToLookUp | Inserts elements into a Lookup<Key,Value> (a one to many dictionary) based on key selector function |

**Generation Operators**

Generation refers to creating a new sequence of values

|  |  |
| --- | --- |
| DefaultIfEmpty | Replace an empty collection with a default value singleton collection |
| Empty | Returns an empty collection |
| Range | Generate a collection that contains a sequence of numbers |
| Repeat | Generate a collection that contains one repeated values |

**Equality Operations**

Two sequences who corresponding elements are equal and which have the same number of elements are considered equal

|  |  |
| --- | --- |
| SequenceEqual | Determine whether two sequence are equal by comparing elements in a pair-wise manner |

**Element Operations**

Element operations return a single, specific element from a sequence

|  |  |
| --- | --- |
| ElementAt | Returns an element at a specified index in a collection |
| ElementAtOrDefault | Return an element at a specified index in a collection or a default value if the index is out of range |
| First | Returns the first element of a collection, or the first element that satisfied a condition. |
| FirstOrDefalut | Returns the first element of a collection, or the first element that satisfied a condition. Returns a default value if no such element found |
| Last | Returns the last element of a collection, or the last element that satisfied a condition |
| LastOrDefault | Returns the last element of a collection, or the last element that satisfied a condition, returns a default value if no such element found |
| Single | Returns the only element of a collection or the only element that satisfies a condition |
| SingleOrDefault | Returns the element of a collection or the only element that satisfied a condition. Returns a default value if there is no element to return. |

**Converting Data Types**

* Converting methods changes the type of input objects

**Methods**

* The conversion methods in the below table start with
  + “**As**” methods which start with “As” changes the static type of the source but do no enumerate it
  + “**To**” methods which start with “To” enumerates the source collection and put the items into the corresponding collection type

|  |  |
| --- | --- |
| AsEnumerable | Returns the input typed as IEnumerable<T> |
| AsQuerable | Converts a (generic) iEnumerable to a (generic) IQuerable |
| Cast | Casts the elements of a collection to a specified type |
| OfType | Filters values, depending on their ability to be cast to a specified type |
| ToArray | Coverts the collection to an Array. This Method forces query execution |
| ToList | Converts the collection to a List<T>. This method forces query execution |
| ToDictionary | Puts the elements to a Dictionary<Tkey,Tvalue> based on key selector function. This method forces query execution |
| ToLookUp | Puts the elements into a LookUp<TKey, Tvalue> (a one-to-many dictionary) based on a key selector function. This method forces query execution. |

**Aggregation Operations**

* An aggregation operation computes a single value from the collection of values.
* Some of the aggregation functions are
  + Aggregate
  + Count / LongCount
  + Average
  + Max or MaxBy
  + Min or MinBy
  + Sum

**IQuerable v/s IEnumerable**

Both IQureable and IEnumerable used for data manipulation in LINQ from database and collections

|  |  |
| --- | --- |
| IQuerable | IEnumerable |
| It exists in System.Linq namespace | It exists in System.Collection namespace |
| IQuerable is suitable for querying data from out-memory (like sql server, remote machine etc) collection | IEnumerable is suitable for querying data in-memory collection like Array, List etc |
| It executes the “**select query**” on sql server **with all filters** | It executes the “**select query**” on sql server and **apply all filters on client-side** |
| IQuerable is benefited for LINQ to SQL queries | IEnumerable is benefited for LINQ to objects and LINQ to XML queries |

|  |
| --- |
| **Sameple Query**  IQueryable<Employee> empData = dbContext.Employees.Where(a=>a.JobTitle.Equals("Design Engineer"));  empData = empData.Take<Employee>(3);  **corresponding sql query**  xec sp\_executesql N'SELECT TOP(@\_\_p\_0) [e].[BusinessEntityID], [e].[BirthDate], [e].[CurrentFlag], [e].[Gender], [e].[HireDate], [e].[JobTitle], [e].[LoginID], [e].[MaritalStatus], [e].[ModifiedDate], [e].[NationalIDNumber], [e].[OrganizationLevel], [e].[rowguid], [e].[SalariedFlag], [e].[SickLeaveHours], [e].[VacationHours]  FROM [HumanResources].[Employee] AS [e]  WHERE [e].[JobTitle] = N''Design Engineer''',N'@\_\_p\_0 int',@\_\_p\_0=3  **IEnumerable**<Employee> empData = dbContext.Employees.Where(a=>a.JobTitle.Equals("Design Engineer"));  empData = empData.Take<Employee>(3);  **corresponding sql query**  SELECT [e].[BusinessEntityID], [e].[BirthDate], [e].[CurrentFlag], [e].[Gender], [e].[HireDate], [e].[JobTitle], [e].[LoginID], [e].[MaritalStatus], [e].[ModifiedDate], [e].[NationalIDNumber], [e].[OrganizationLevel], [e].[rowguid], [e].[SalariedFlag], [e].[SickLeaveHours], [e].[VacationHours]  FROM [HumanResources].[Employee] AS [e]  WHERE [e].[JobTitle] = N'Design Engineer'  Note: for IEnumerable only select query executes at sql server, other filter will apply on client side |